Part 6
Space Mission Directions

Navigate out to the Google Classroom for this class.
Locate the Space Mission Part 6 assignment.

We are now ready to start adding code to our file. Using your Windows button menu, find and
launch your IDLE program.

All AppS Documents

Best match

IDLE (Python 2.8 B4-hit)
App

search the web

B idie - see web results >

IDLE is the integrated development environment associated with Python. It is made up of a code
editor where you type your code along with other helpful tools that allow you to write, save,
and test run programs.

IDLE is designed to recognize Python code, compile Python code, and provide basic debugging
tips to programmers if there are problems with their code.



4. Your IDLE window should look something like this once it has launched.:

| & Python 3.2.6 Shell - O X
File Edit Shell Debug Options Window Help
Python 3.8.6 (tags/v3.8.6:db45529, Sep 23 2020, 15:52:53) [M5C v.1927 64 bit (&M

DE4)] on win32
Type "help"™, "copyright™, "credits"™ or "license ()" for more information.

2>

Ln:3 Cok4

On Startup, IDLE will display the Python Shell, which can be used to give commands to the
computer’s operating system. Since we are viewing the shell through IDLE and not the actual
command prompt window, the commands that we type into the Shell will not communicate
directly with our operating system. However, you can type similar commands in the Python Shell
directly from the Python program (not through IDLE) and, if you have permission to access the
operating system’s commands, you can communicate with the computer’s operating system

that way.

In IDLE, the shell is mainly used as a launching screen for other activities that we will do, like
writing code for our game or debugging a file.



Go to File > Open and then browse in the Starting Files folder | gave you to find the escape
python file that we have been working on.

[# escape 1172272021 8:34 AM Python File

Your escape.py file will open up.

Scroll and click at the end of Line 462.

443 if current room in ScCEnery:

444 for this scenery in scenery[current room] :
445 scenery number = this scenery[0]

] scenery ¥y = this scenery[l]

44 scenery X = this scenery[2]

£
I
o

44 5 room map[scenery y] [scenery x] = scenery number
450 image here = objects[scenery number] [0]
451 image width = image here.get_width()

452 image width in tiles = int (image width £ TILE STZE)

454 for tile number in range(l, image width in tiles):
45 C room map[scenery v][scenery X + tile number] = 255

£
r
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45 center v = int (HEIGHT / 2) # Center of game window

458 center x = int (WIDTH / 2)

room pixel width = room width * TILE SIZE # Size of room in pixels
room pixel height = room height * TILE SIZE

top left ®x = center x - 0.5 * room pixel width

top left y = (center y - 0.5 * room pixel height) + llCl
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## GAME LOOP ##
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Press ENTER twice.



Type the code you see on Lines 464 — 475 of the screenshot below. Ensure your indentation,
punctuation, and line spacing match what is shown in the screenshot.

457 center ¥ = int (HEIGHT / 2) # Center of game window

455 center x = int (WIDTH / 2)

455 room pixel width = room width * TILE STZE # S5ize of room in pixels
4 & room pixel height = room height * TILE S5TZE

461 top left ®x = center x — 0.5 * room pixel width

q62 top left v = (center ¥ — 0.5 * room pixel height) + 110

364 prop number, prop info props.items () :

465 prop room = prop info[0]

66 prop ¥ = prop info[l]

e=1s prop x = prop info[2]

468 (Prop room == CUrrent room

469 room map [prop v] [prop =] [0, 383, 21):

47 room map [prop v] [prop ®x] = prop nunber

471 image here = objects[prop number] [0]

472 image width = image here.get widch ()

473 image width in tiles = int(image width I TILE STIZE)
474 tile number range (1, image width in tiles):
475 room map [prop v] [prop ® + tile number] = 25ﬂ

4TE | FEFRFAAAAAAAASS
4749| #% GRME LOOP ##

10| FRFAATAAFAAAA AN

In the new code, we start by setting up a loop to go through the items in the props dictionary,
which we haven’t created yet. For each item, the dictionary key goes into the variable
prop_number, and the list with the position information goes into the list prop_info (Line 464).

To make the program easier to read, I've set up some variables to store the information from
the prop_info list. The program extracts the information for the room number (and puts it into
prop_room variable on Line 465) and the y and x positions (which go into the prop_y and prop_x
variables on Lines 466 and 467).

We add a check to see whether the prop_room matches the room the player is in and whether
the prop is sitting on the floor (Lines 468 and 469). The floor check puts the three different floor
types in a list (0 for inside, 2 for soil, and 39 for the pressure pad in room 26). The program
checks the prop’s position to see what’s in that location in the room map. If it’s one of these
floor types, it means the object is sitting on the floor in full view. If not, the prop is hidden inside
an item of scenery and shouldn’t be visible yet. For example, if a cabinet is in the prop’s location
instead of the floor, the prop won’t be shown on screen. The player can still find the prop by
examining the vabinet at that location, though.

If the prop is in the room and on the floor, the room map is updated with the prop number (Line
470).

Lines 471 — 473 calculate the image and the size of the prop being used.



Some props, like doors, are wider than one tile. We add the number 255 to any tiles that the
prop covers other than the first one (Line 474). This is similar to the code we used to mark wide
scenery earlier in the generate_map() function.

. Uncomment all of the start_room() functions by erasing the “#” at the beginning of each
comment (Lines 543, 553, 563, and 573). The uncommented code is shown in the screenshot
below.
# check for exiting the room
if player x == room width: # through door onm RIGHT
53 #c;uck.::schedz;e(haza:d_mnve]
current room += 1
generate map )
540 player x = 0 # enter at left
541 player v = int(room height / 2) # enter at doox
542 player frame = O
543 Start roomi)

r
oyoon

r
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54e if player x == -1: # through door om LEFT

547 #c;uck.::schedz;e(haza:d_mnve]

S48 current room -= 1

545 generate map )

550 player ®x = room width - 1 # enter at right

551 player v = int(room height / 2) # enter at doox
552 player frame = O

553 Start roomi)

r
r
o

if player y == room height: # through door at BOTTOM
55 #c;uck.::schedz;e(haza:d_mnve]

S5E current room += MAP WIDTH

555 generate map )

player ¥y = O # enter at top

player x = int(room width / 2) # enter at doox
player frame = O

Start roomi)

[

& if player y == -1: # through door at TOP
#c;uck.::schedz;e(haza:d_mnve]

8 current room -= MAP WIDTH

S generate map )

570 player ¥ = room height - 1 # enter at bottom
571 player x = int(room width / 2) # enter at doox
2 player frame = O

573 start roomi)
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11. Click at the end of Line 574.
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# check for exiting the room

if player ®x == room width: # through door on RIGHT
#cluck.unschedule(haza:d_muve]
current _room += 1
generate map ()
player x = 0 # enter at left
player ¥ = int(room height / 2) # enter at door
player frame = 0
start_room()

return

if player x = -1: # through door on LEFT
#cluck.unschedule(haza:d_muve]
current _room -= 1

generate map ()

player x = room width - 1 # enter at right
player ¥ = int(room height / 2) # enter at door
player frame = 0

start_room()

return

if player y == room height: # through door at BOTTOM
#cluck.unschedule(haza:d_muve]
current room += MAP WIDTH
generate map ()
player v = 0 # enter at top
player x = int(room width / 2) # enter at door
player frame = 0
start_room()
return

£

if player y = -1: # through door at TOP
#cluck.unschedule(haza:d_muve]
current room —= MAP WIDTH
generate map ()
player v = room height - 1 # enter at bottom
player x = int(room width / 2) # enter at door
player frame = 0
start roomi()

return

12. Press ENTER twice.



13.

Type the code you see on Lines 576 — 590 of the screenshot below. Ensure your indentation,
punctuation, and line spacing match what is being shown in the screenshot.
566 player y = -1: # through door at TOP
#c;ack.:nsched:;e[haza:d_mﬂ?ej
current room —= MAP WIDTH
generate_map ()

57 player ¥ = room height - 1 # enter at bottom
571 player x = int(room width / Z) # enter at door
572 player frame = 0

start_room|)

keyvboard.g:
pick _up object()

57 keyboard.tab len(in my pockets) > 0O:

3 selected item += 1

581 selected item > len(in_my pockets) - 1:
582 selected item = 0

583 item carrying = in my pockets[selected item]

B4 display inventory()

586 keyboard.d item carrying:
drop obkject (old_player vy, old player x)

kevboard. space:
Examine_nbject(ﬂ

c # If the playver is standing somewhere they shouldn't, move them back.
54 room map[player v] [plaver x] items player may stand on: #

Line 576 checks to see if the g key on the keyboard has been pressed. If it has, Line 577 executes
the pick_up_object function.

Line 579 checks to see if the tab key has been pressed on the keyboard and the length of the
in_my_pockets list variable is greater than 0. If this is true, the selected_item variable (which we
haven’t created yet) will be increased by one (Line 580). Line 581 checks to see if the value of
the selected_item variable is greater than the length of the in_my_pockets list. If it is, than the
select_item variable will be reset back to 0 and the player will view the first item in the
in_my_pockets list again (the item with the index value of 0) (Line 582).

Line 583 will create the item_carrying variable and set its value to be equal to whatever item is
currently selected (the selected_item) from the in_my_pockets list.

Line 584 will run the display_inventory function, which we haven’t created yet.

Line 586 will check to see if the d key on the keyboard has been pressed and the item_carrying
variable is true. If both of these conditions are true, then the drop_object method will run (Line
587) using the old_player_y and old_player_x coordinates that the program saved. We haven’t
written the drop_object method yet.



Line 589 will check to see if the space key has been pressed on the keyboard.

Line 590 will run the examine_object function (which we haven’t written yet) if the space key
has been pressed on the keyboard.

. Ensure the “#If the player is standing...” comment is on Line 593.

. Scroll and click at the end of Line 719.

12| def show text(text to show, line number):
13 if game over:

15 text lines = [13, 30]

1& box = Rect ( (0, text lines[line numker]), (800, 33})
1 screen.draw.filled rect (box, BLACK)

18 screen.draw.TeXt (LexXt_to show,

15 (20, text lines[linse number]), CDlDI=GREENﬂ

T23| #EFREFEFA 444444
T24| ## START ##
T25| #FFREFEFA444444

. Press ENTER three times.



17.

Type the code you see on Lines 723 — 742 of the screenshot below. Ensure your indentation,
punctuation, and line spacing matches what is shown in the screenshot.

712|def show text(text_to show, line number):

13 if game over:

15 text limezs = [15, 50]

1k box = Rect ( (0, text_ linez[line number]), (800, 35))
1 screen.draw.filled rect (box, BLACK)

11 screen.draw. text (text _to_ show,

715 (20, text lines[line number]), color=GREEN)

T23| FEFRFAATAAAAAAS

TZ4| % PROPS ¥

T25 | FEFRFAATAAAAAAS

T27| # Props are ohjects that may move between rooms, appear or disappear.
TZ22| # Rll props must be set up here. Props not vet in the game go into room 0.
T249| # object number : [room, ¥V, %]

T30|props = {

731 20: [21, O, 4], 21: [2e, O, 1], 22: [41, 0O, 2], 23: [35, O, 5],
T32 24: [45, O, 2],

T33 25: [32, 0, 21, 26: [27, 12, 5], # two 3ides of same door

734 4g: [0, 8, &), 53: [45, 1, 5], 54: [O, O, O}, 55: [0, O, O],

735 5§: [0, O, O], 57: [35, 4, &1, 58: [0, O, O], 59: [31, 1, 71,
736 go0: [0, O, O], €l: [3&, 1, 11, €2: [36, 1, &1, €3: [0, O, 01,
737 €4: [27, &, 3], 65: [50, 1, 71, 66: [39, 5, €], €7: [46, 1, 11,
738 €s: [0, O, O], €%: [30, 3, 31, TO0: [47, 1, 31,

739 71: [0, LANDER Y, LANDER X], 72: [0, O, O], 73: [27, 4, &I,

740 74: [28, 1, 111, 75: [0, O, 0], Té: [41, 3, 51, 77: [0, O, O],
741 78: [35, ®, 11], 79: [26, 3, 21, 80: [41, 7, 51, B1: [29, 1, 1]

7a5| $HEREEREREFETES
T4E| % START i
47| $HEREERERERETES

Lines 723 — 725 create a new section of code called PROPS.
Lines 727 — 729 contain comments describing the props dictionary that you are about to create.

Lines 730 — 742 contains a listing of props that the player can manipulate in the game. They are
listed by prop number. Their coordinates include the room number they start out in and theiry
and x positions. The props dictionary lists the position locations for all the props, starting with
some doors (20 to 24) and including a rescue ship (40) and the carryable items starting at 53.

There is just one oddity to draw your attention to. We count doors as props rather than scenery,
because they’re not always there: when they’re open, they're removed from the room. Most
doors stay open when they’re opened until the game ends. However, the door that connects
rooms 27 and 32 can also shut, meaning players can see it from both sides. As a result, we need



two props to represent this door, showing it in the top of room 27 and the bottom of room 32.
These two doors are object numbers 25 and 26.

Prop 71 is the Poodle lander, which crash landed on the planet surface before the game began.
We use the LANDER_Y and LANDER_X variables from the VARIABLES section of code to position
the lander, because its location will change with each new game. The Poodle landed with such
force that it might have become covered with Martian soil. It lives in room 0 until the player can
dig it up.

18. Press ENTER twice.



. Type the code you see on Lines 744 — 753 of the screenshot below. Ensure your indentation,

punctuation, and line spacing matches what is shown in the screenshot.
TZ3| FFRFFFIFAATAARS

TZ24| #% PROPS 77

TIS| FFRFFFFIAAIAASS

T26
T27| % Props are ockbjects that may move between rooms, appear or disappear.
TZ8| # All props mast be set up here. Props not yvet in the game go into room 0.
TZ249| # object number : [room, ¥V, X]

T30 props = {

T3l 20: [31, O, 4], 21: [2e, O, 1], 22: [41, O, 21, 23: [35, 0O, 3],
T332 24: [45, O, 21,

733 25: [32, 0, 21, 26: [27, 12, 5], # two sides of same door

T34 40Q: [0, &, &], 53: [45, 1, 5], 54: [0, ©, O], 55: [0, O, O],
T35 se: [0, O, O], 57: [35, 4, &], 58: [0, O, O], 5%: [31, 1, 7],
T3 eQ: [O, O, O], &1: [3e&, 1, 1], &2: [36, 1, &], &3: [0, O, O],
T37 e4: [27, &, 3], &5: [50, 1, 7], &&: [39, 5, &1, &7: [4&6, 1, 1],
T38 &g8: [0, O, 0], &5: [30, 3, 31, 70O: [47, 1, 3],

T3 71: [0, LANDER Y, LAWDER X], 72: [0, O, O], 73: [27, 4, €],

740 74: [28, 1, 11}, 75: [0, O, O], T7&: [41, 3, 51, TT7: [0, O, O],
741 T78: [35, &, 111, T9: [2e&, 3, 2], B80O: [41, 7, 51, 81l: [28, 1, 1]
742 }

44| checksum = 0

745 for key, prop in props.items():

T46 if key '= T71l: # 71 iz =skipped because it's different each game.
4 checksum += (prop[0] * kevy

48 + prop[l] * (key + 1)

749 + prop[2] * (key + 2))

T750| print (len(props), "props"™)

75l az=sert len({props) = 37, "Expected 37 prop items"
T52| print ("Prop checksum:", checksum)

753 asz=sert checksum == £1414, "Error in props data"™

6| HEEEEEEEEREEEES
57| ## STLRT ##
753 | $EEREREEREEHE

As with the scenery information, I've used a checksum on Lines 744 - 753 to help you spot
whether you made an error entering the data. It might not be possible to play the game all the
way to the end if a mistake is made here. The only prop missing from the checksum calculations
is number 71, because its position uses different random numbers in each game.

. Press ENTER three times.



21.

22.

Type the code you see on Lines 756 — 758 of the screenshot below.

744 | checksum = O

745 for key, prop in props.items () :

T46 if key '= T71: # 71 iz skipped because it's different sach game.

4 checksum += (prop[0] * key

48 + prop[l] * (key + 1)
S + propl[2] * (key + 2))
J| print (len (props), "props™)

T75l) assert len(props) — 37, "Expected 37 prop items"”
752 print ("Prop checksum: "™, checksum)

753 assert checksum =— £1414, "Error in props data"
756 in_my pockets = [35]

57| selected item 0 # the first item
item carrying = in_my_pnckets[selected_itemﬂ

TEL| #FFFFFFFFFFFFAF
TEZ| ## STLET FF
TE3| FFFFFFFFFFFIAAR

Line 756 creates a list variable called in_my_pockets. This variable stores all the items the player

has picked up, also known as their inventory.
One of these items is always selected, so the player is ready to do something with it. The
selected_item variable on Line 757 stores the currently selected item’s index number in the

in_my_pockets list.

The item_carrying variable (Line 758) stores the object number of the item the player has

selected. You can think of the item_carrying variable as being the number of the object in their

hands.

Press ENTER three times.



23. Type the code you see on Lines 761 — 774 of the screenshot below. Ensure your indentation, line
spacing, and punctuation matches what is shown in the screenshot.

in my pockets = [53]
57| selected item 0 # the first item
S8|iten carrying = in my pockets[selected item]

Ol R FFFRRFFFFAAFAFAARFRFR
TEZ| #% PROFP INTERACTICHS ##
| R FFFRARAAFAAFAARARFRFR

find object start x(}:
checker x = player x
room map[player y] [checker x] == 2Z55:
checker x —= 1
checker x

1 get_item under plaver():

2 item x = find object_start _x({)

E item player is on = room map[player y] [item x]
4 item player is oI

#F STLRT #F
TH FRFFFFRTFAFAFFT

Lines 761 — 763 create another section of the code called PROP INTERACTIONS.

Line 765 creates a mew method called find_object_start_x.

This function finds the start position of whatever object is at the player’s position, going left to
find the real object number if the location contains 255.

To do this, the function sets the variable checker_x to be the same as the player’s x position
(Lome 766). We use a loop that keeps going for as long as the room map contains 255 at the x
position of checker_x and at the player’s y position (Line 767). Inside that loop is a single
instruction to reduce checker_x by 1, moving 1 tile to the left (Line 768). When the loop finishes,
checker_x contains the left position where the object begins. That number is then sent back to
the instruction that started the function (Line 769).

Line 771 creates another new function called get_item_under_player.

This function works out which object is at the player’s position. Line 772 uses the
find_object_start_x to find out where the object starts and stores the x position in the variable
item_x. Then it looks at the room map data for that position to see what object is there (Line
773) and sends that number back to the instruction that started the function (Line 774).



24.

25.

26.

Press ENTER twice.

Type the code you see on Lines 776 — 788 of the screenshot below. Ensure your indentation, line
spacing, and punctuation match what is being shown in the screenshot.

TT7l|def get _item under player():

2 item x = find object_start = ()

E item player is on = room map[player y] [item x]
q return item player is on

def pick up okject():
glokal room map
# Get object number at plaver's location.
item player is on = get item under playerx ()
if item player is on in items player may Carry:
51 # Clear the floor space.
52 room map[player vy] [player x] = get _floor type()
E add okject (item player is on)
54 show_text ("Now carrying " + objects[item player is on] [3], 0)
= sounds.pickup.playi()
o time.sleep (0.5)

show_text ("You can't carry that!", 0)

DZ| RAFRAARAARAANAS

Se| FEFAAAAATATATTN
Line 776 creates another function called pick_up_object.

Line 777 establishes the room_map variable as a global variable so that the function can access
and modify it.

Line 778 contains a comment.

The function pick_up_object will start when the player presses the get key (G) to pick up an
item. It begins by running the get_item_under_player function to put the object number for the
item at the player’s position into the variable item_player_is_on (Line 779).

If the item is carryable, the rest of the function picks it up by clearing the floor space, figuring
out what the floor type should be, alerting the player that they are now carrying that particular
object, and playing a sound. It also runs the add_object function for the object in the
item_player_is_on variable, which we will create in the next few steps. Otherwise, it will display
a message telling the player that they cannot carry that object (Line 788).

Press ENTER twice.



. Type the code you see on Lines 790 — 797 of the screenshot below. Ensure your indentation and
punctuation match what is shown in the screenshot.

def pick up object():
rlobal room map
# Get object number at plaver's location.
S item player is on = get_item under player ()
[ if item player is on in items player may Carry:
B1 # Clear the floor space.
52 room map[plaver y] [player x] = get_floor type()
E add object (item player is on)
54 show_text ("Now carrying " + objects[item player is omn] [3], 0)
5 sounds.pickup.plavi()
time.sleep (0.5)

show_text ("You can't carry that!", 0)

90| def add object (item): # Ldds item to inventory.

S1 rlokbal selected item, item carrying

S2 in my pockets.append (item)

93 item carrying = item

54 # Minus one because indexes start at 0.

S5 selected item = len(in my pockets) - 1

SE display inventory ()

S props[item] [0] = 0 # Carried objects go into room O [(off the mapj]

300| $##EFEEEEEREFEE
01| ## STAET ##
302| $##EFEEEEFREFEE

Line 790 creates another function called add_object. This function would require the item to be
entered whenever it is called.

Line 791 establishes the select_item and item_carrying variables as global variables.

Line 792 appends whatever item the player is currently holding to the in_my_pockets list,
effectively adding that particular item to the player’s inventory.

Line 793 will set the value of the item_carrying variable to whatever item was just added.
Line 794 contains a comment.

Line 795 sets the index value of the selected_item variable to the length of the list minus 1,
which would be the last item in the list, or whatever item was just added.

Line 796 will run the display_inventory function, which we haven’t written yet.

Line 797 will remove that particular item’s image from the current room they are assigned and
move that item to room 0 so that the item is no longer visible on the map.



28. Press ENTER twice.

29. Type the code you see on Lines 799 — 820 of the screenshot below. Ensure your indentation,
punctuation, and line spacing match what is shown in the screenshot.
props[item] [0] = 0 # Carried objects go into room O (off the map) .

def display inventory(}:
box = Rect (0, 45), (800, 105))
501 screen.draw.filled rect (box, EBLACK)

if len({in my pockets) == 0:

start display = (selected item // 16) * 1€
list to_show = in my pockets[start display : start_display + 1€]
selected marker = selected item % 16

B1C for item counter in range (len(list to show)):
511 item number = list to show[item counter]
512 image = objects[item number] [O]

§13 screen.blit (image, (25 + (46 * item counter), %0))

B1E box left = (selected marker * 46) - 3
B1& box = Rect( (22 + box lefr, 85), (40, 40})
81 screen.draw.rect (box, WHITE)

B18 item highlighted = in my pockets[selected item]

515 description = cobjects[item highlighted] [2]

B2 screen.draw.text (description, (20, 130), cnlDI="wh;:%"ﬂ
23| FERRRRRAAAAAAAF

324 #4 STLRET i

CZE| FERRAAAAAAAAAAT

Line 799 creates a new function called display_inventory.

The new display_inventory function starts by drawing a black box over the inventory area to
clear it. If the player isn’t carrying anything, the function returns without taking any further
action because there are no items to display. (Lines 800 — 804)

There is only room to show 16 items on the screen, but the player could carry many more items
than that. If the in_my_pockets list is too long to fit on the screen, the program shows it 16
items at a time. The player can select any of the items shown on the screen by pressing the TAB
key to move through them, from left to right. If the last item displayed is selected and they press
TAB, the next chunk of the list is shown. If the player presses TAB on the final item in the list, the
start of the list appears again.

We store the part of the in_my_pockets list currently displayed on the screen in another list
called list_to_show and use a loop to display it. The loop puts numbers into a variable called
item_counter, which is used to extract the right image to draw each time, and also work out
where to draw it.



The clever bit is working out which items should go into list_to_show. In the start_display
variable, we store the index number for the first item in in_my_pockets that the program should
draw (Line 806). The // operator divides the select item number by 16, rounding down. The
result is then multiplied by 16 to get the index number for the first item in the batch. For
example, if the selected item is number 9, you'll divide 9 by 16, round down, and then multiple
by 16, getting a result of 0. That’s the start of the list, which makes sense, because we know
there’s room for 16 items onscreen and that 9 is less than 16. If you wanted to see the group of
items that includes item 22, you’d divide 22 by 16, round down, and multiply by 16. That’s the
start of the next batch, because the first batch has index numbers that range from 0 to 15.

We create the list_to_show list (Line 807) using a technique called list slicing, which is simply
using just a part of a list. When you give Python two list indexes with a colon between them, the
program will cut out that part of the list. The section we’re using starts at the start_display index
and finishes 15 items later. A list slice leaves out the last item, so we use start_display + 16 as
the end point.

We also need another calculation to work out which item to highlight as the selected item from
the new list. The item will have an index between 0 and 15, and we'll store it in selected_marker
variable (Lines 808). We calculate it as the remainder after we divide the selected item number
by 16. For example, if the selected item is number 18, it will be at index number 2 when the
second group of items is displayed. Python has the modulo operator %, which you can use to get
the remainder after a division.

As mentioned earlier, Lines 810 — 813 create a “for” loop to display the items in the
list_to_show list variable on the screen. This loop will loop through each item in the
list_to_show list to extract the proper image (Line 812) and to display the proper image at the
appropriate location (Line 813).

To highlight the selected item on the screen, we draw a box around it using a Rect positioned at
its left edge (Lines 815 — 816). Unlike the filled rectangle you’ve seen, this instruction draws a
hollow box with a white edge (Line 817).

Lines 818 — 820 extra information from the selected item to find its description in the objects
dictionary (the item with the index value of 2 from the objects dictionary). The description for
the selected item is displayed underneath the inventory, so players can TAB through their items
to read their descriptions again.

30. Press ENTER twice.



31. Type the code you see on Lines 822 — 835 of the screenshot below. Ensure your indentation and
punctuation match what is shown in the screenshot.
B15 box left = (selected marker * 46) - 3
316 box = Rect( (22 + box left, 83), (40, 40})
B1 screen.draw.rect (box, WHITE)
318 item highlighted = in my pockets[selected item]
315 description = cobjects[item highlighted] [2]
B2C screen.draw.text (description, (20, 130), color="whitce")

322 drop okject(old vy, old x}:
B23 room map, props

324 room map[old y] [old x] [0, 2, 38]: # places you can drop things
325 props[item carrying] [0] = current room

326 props[item carrying][1] = old ¥

327 props[item carrying] [2] = old x

28 room map[old y][old x] = item carrying

325 show_text ("You have dropped " + objects[item carrying] [3], O)

sounds.drop.playl()
331 remove object (item carrying)
332 time.slesep(0.5)
33 # Thiz only happens if there is already a prop here
334 show_text ("You can't drop that there.", 0)
535 time.slesp (0.5}

30| ## START %

SA0| FFFRFFARFFARAAA

Line 822 creates a new function called drop_object. This function will require the old_y and
old_x variables to be entered when it is called.

Line 823 establishes the room_map and props variable as global variables.

The drop_object function needs two pieces of information: the player’s old y and x positions. If
the player moved through the wall function, this will be the position they were in before they
tried to move. If not, these numbers will be the same position as where they currently are. We
know this is a sensible place to drop an item that won’t put the object inside a wall. The player’s
old position goes into the variables old_y and old_x within this function.

The program checks whether the room map at the player’s old position is a type of floor (Line
824). If so, it’s okay to drop a prop here, so the drop instructions are used. If not, the player sees
a message telling them they can’t drop objects there (Line 833). This will happen, for example, if
there is already a prop in that position.

If the player can drop the item, we need to update the props dictionary. The variable
item_carrying contains the numbers of the object the player is carrying. Its entry in the props
dictionary is a list. The first list item (index 0) is the room the prop is in. Line 825 will update this
to the current room where the prop was dropped. The second item (index 1) is its y position,



32.

33.

and the third item is its x position (index 2). Lines 826 — 827 will update the y and x position of
the prop to be the player’s old position.

The room map for the current room also needs to be updated, so the room contains the
dropped item (Line 828). The game will show a message and play a sound to tell the player that
they’ve successfully dropped something and then the item is removed from the inventory using
the remove_object function (which we haven’t written yet) (Lines 829 — 831). The game will also
pause for half a second.

Press ENTER twice.

Type the code you see on Lines 837 — 847 of the screenshot below. Ensure your indentation and
punctuation match what is shown in the screenshot.

22| def drop object(old y, old x):

523 ylobal room map, props

524 if room map[cld vy][old x] in [0, 2, 39]: # places vyvou can drop things
525 props[item carrying] [0] = current_room

526 props[item carrying] [1] = old ¥y

527 props[item carrying] [2] = old =

528 room map[ocld v] [old x] = item carrying

529 show_text ("You have dropped " + objects[item carrying] [3]. 0)
30 sounds.drop.play ()
531 remove object (item carrying)
532 time.sleep (0.5)
- glze: # This only happens if there is already a prop here
534 show_text ("You can't drop that there.", 0)
535 time.sleep (0.5)

def remove object (item) : # Takes item out of inventory
ylokbal selected item, in my pockets, item carrying
539 in my pockets.remove (item)

§4C selected item = selected item - 1

541 if selected item < 0:

542 selected item = 0

543 if len(in my pockets) == 0: # If they're not carrving anvthing
544 item carrying = False % Setc item carrying to False

545 glse: # Otherwise set it to the new selected item
546 item carrying = in my pockets[selected item]
54 display_inventury(ﬂ

SSO| #FFRFFRFRRRANNR
S51| #%  START  ##
SOZ| #EFRRERRERRARER

Line 837 creates a new function called remove_object. This function will require the item to be
input whenever it is called.

Line 838 makes the selected item, in_my_pockets variable list, and item_carrying variables into
global variables.



Line 839 uses the remove function to remove that particular item from the in_my_pockets list. If
the player has dropped the item, it needs to be removed from their inventory.

Line 840 will update the selected item variable by decreasing it by 1.

Line 841 will check to see if the selected_item variable’s value is less than 0. If so, Line 842 will
set the selected_item variable to 0.

Line 843 will check to see if the length of the in_my_pockets list is equal to 0. If this is true, Line
844 will set the value of the item_carrying variable to False because the player doesn’t have
anything in their inventory.

If neither of the above conditions are true (the selected_item variable’s value is more than 0 and
the in_my_pockets list is longer than 0), the item_carrying variable will be set to be equal to the
selected_item from the in_my_pockets list.

Line 847 will display the updated inventory on the screen using the display_inventory function.

34. Press ENTER twice.



35. Type the code you see on Lines 849 — 866 of the screenshot below. Ensure your indentation and
punctuatlon match what is shown in the screenshot.

def remove cbject (item) : # Takes item out of inventory

slokal selected item, in my pockets, item carrying
in my pockets.remove (item)

selected item = selected item - 1

if selected item < O:
selected item = 0

if len(in my pockets) == 0O: # If they're not carrying anything
item carrying = False # Set item carrying to False

else: # Otherwise set it to the new selected item
item carrying = in my pockets([selected item]
display inventory()

C examine object():

item player is on = get_item under player|)
left tile of item = find object start x()

if item player is on in [0, 2Z]: # don't describe the floor
description = "You sse: " + objects[item player is on] [2]
for prop number, details in props.items():
# props = obhject number: [room number, VvV, X]
if details[0] == current_ room: # if prop is in the room
# If prop iz hidden (= at player's location but not on map)
if (details[l] == player_¥
tol details[2] == left_tile of item
1ol room map[details[1]] [details[2]] !'= prop number):
add object (prop number)
description = "You ound "+ objects[prop _number] [3]

sounds.conkbine.play ()
show_text (description, 0)
time.sleepiO.EH

o| ppssEsssEEsEEes

STAET F

Tl #FFFrraaraaaass

Line 849 creates another function called examine_opbject.

We start by getting the number of the object the player wants to examine and storing it in
item_player_is_on variable (Line 850). At this point in the game_loop function, the player’s
position will be on or possibly inside the item they want to examine, if it’s a piece of scenery.
We use the find_object_start_x function to find the starting x position of the object and put the
starting x position of the item into the variable left_tile_of item (Line 851). If there isn’t an
object to examine at the player’s location, the function finishes without taking any further
action (Lines 852 — 853). Ignoring an empty space feels more natural than describing the floor,
especially if you make a mistake with the controls. If there is an item at the player’s location, the
description of the object goes into the description variable, taken from the long description
from the objects dictionary (Line 854).



The program then checks whether there’s an item hidden inside the item the player is
examining. We use a loop to go through all the items in the props dictionary (Line 855). If an
item is in the current room at the player’s position, but the room map at that position doesn’t
contain the prop number, it means the item is hidden (Lines 857 — 861). We therefore add the
hidden object to the player’s inventory (Line 862) and give the player a message that tells them
they found something (Line 863). This message uses the object’s short description to tell them
what they’ve found. We also play a sound (Line 864).

At the end of the function, the description is shown (Line 865) and we’ve put a short pause here
(Line 866) to stop it being immediately overwritten if the player holds the key down.

36. Ensure the “START” comment runs on Lines 869 — 871 of the code.
7| def remove object (item): # Takes item out of inventory
slokal selected item, in my pockets, item carrying

B35 in my pockets.remove (item)

540 selected item = selected item - 1

541 if selected item < O:

542 selected item = 0

543 if len(in my pockets) == 0O: # If they're not carrving anvthing
544 item carrying = False # Set item carrying to False

545 =lze: § Otherwisze =et it to the new selected item
546 item carrying = in my pockets[selected item]
54 display inventory|()

249| def examine object():
550 item player is on = get_item under player()
8551 left tile of item = find okject_start_x()

552 if item player is on in [0, 2]: # don't descrike the floor
BS54 description = "You =ee: " + objects[item player is on] [2]
555 for prop number, details in props.items():
BSE # props = obhject number: [room number, Vv, X]
8557 if details[0] == current_ room: # if prop is in the room
B5H # If prop is hidden (= at player's location but not on map)
559 if (details[l] == player_¥
o il details[2] = left _tile of item
Bel and room map[details[l]] [details([2]] != prop number):
BE2 add okject (prop number)
D description = "You ound "+ objects[prop _number] [3]

564 sounds.combine.plav()
BE5 show_text (description, 0)
time.sleep(O.EH

S|
3T0| ## STARET ##
ST1| $EEEEEEEEEEEEE



37.

38.

39.

40.

Click at the end of Line 875.
DED| RRERATAAAAEAAES
870| #% STRET ¥#
ETL| RRFRATRARAEAAES
273| generate_map ()

£74| clock.schedule interval (game loop, 0.03)
275| clock.schedule _interval (adjust_wall transparency, 0.0EH

Press ENTER.

Type the code you see on Line 876 of the screenshot below.
CED| FFFFFFFFFFIIIES
870 #% START *#
ETL| #FFFFFFFFFFFFS

273 generate_map ()

274| clock.schedule interval (game loop, 0.03)

275 clock.schedule interwval (adjust _wall transparency, 0.03)
27€| clock.schedule unique (display inventory, J.]I

Line 876 uses the clock.schedule_unique function to run the display_inventory method just
once, after a delay of 1 second.

Go to File > Save to save your code.
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